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**Why Externalization ?**

**Serialization Responsibility:** In case of Serialization JVM takes full responsibility for serializing the class instance, in case of Externalizable, it’s the programmer takes care of the whole serialization and also deserialization process.

**Performance:** The java.io.Serializable interface uses reflection and metadata which causes relatively slow performance. By comparison, the Externalizable interface gives you full control over the serialization process. During serialization the JVM will always first check if the class is Externalizable. If that's the case then it will use the read/writeExternal methods. Hence Externalization is bit faster.

**Custom Serialization Strategies:** Externalization provides developers with the flexibility to implement custom serialization strategies. This could involve intricate logic for **encryption**, **compression**, or **specialized formatting** tailored to unique use cases**.**

**Externalized output is more compact**: If you would compare the actual output, it would look something like this: The header of the object contains a flag that marks if the class is just Serializable or maybe also Externalizable.

**Security Considerations:** Externalization excels in terms of security. Developers can implement custom security checks during serialization and deserialization, fortifying applications against potential threats like object injection and data tampering**.**

**Resource Management:** Externalization facilitates efficient resource management. Through explicit control over serialization and deserialization processes, developers can manage resources such as file handles, network connections, and memory allocations more effectively, reducing the risk of resource leaks and performance bottlenecks**.**

**Concurrency Challenges:** Serialization might encounter challenges in concurrent environments due to its automatic nature and potential conflicts**.**

**When to use Externalization ?**

**If you want to serialize only part of an object, then Externalization is the best option. You will have to serialize only required fields of an object**.

**Custom Serialization**: We can achieve custom serialization with the Serializable interface by marking the field with transient keyword. The JVM won’t serialize the particular field but it’ll add up the field to file storage with the default value. That’s why it’s a good practice to use Externalizable in case of custom serialization.

Unlike Serializable interface, **Externalizable interface is not a marker interface and it provides two methods - writeExternal and readExternal**. These methods are implemented by the class to give the class a complete control over the format and contents of the stream for an object and its supertypes.

Now when an Externalizable object is reconstructed, an instance is created first using the public no-arg constructor, then the readExternal method is called. Again if the object does not support Externalizable, then Serializable objects are restored by reading them from an ObjectInputStream.

An example is given below.

import java.io.\*;  
public class Car implements Externalizable {  
 String name;  
 int year;  
  
 */\*  
 \** ***mandatory public no-arg constructor, otherwise it will throw  
 \* java.io.InvalidClassException: com.ddlab.rnd.type1.Car; no valid constructor*** *\*/* public Car() {  
 super();  
 }  
  
 Car(String n, int y) {  
 name = n;  
 year = y;  
 }  
  
 */\*\*  
 \* Mandatory writeExernal method.  
 \*/* public void writeExternal(ObjectOutput out) throws IOException {  
 out.writeObject(name);  
 out.writeInt(year);  
 }  
  
 */\*\*  
 \* Mandatory readExternal method.  
 \*/* public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {  
 name = (String) in.readObject();  
 year = in.readInt();  
 }  
  
 }

import java.io.\*;  
public class ExternExample {  
 public static void main(String args[]) {  
 *// create a Car object* Car car = new Car("Mitsubishi", 2009);  
 Car newCar = null;  
try { *//serialize the car*  
 FileOutputStream fo = new FileOutputStream("data/tmp");  
 ObjectOutputStream so = new ObjectOutputStream(fo);  
 so.writeObject(car);  
 so.flush();  
 } catch (Exception e) { System.*out*.println(e); }  
  
 *// de-serialize the Car* try {  
 FileInputStream fi = new FileInputStream("data/tmp");  
 ObjectInputStream si = new ObjectInputStream(fi);  
 newCar = (Car) si.readObject();  
 } catch (Exception e) { System.*out*.println(e); }

// *Print out the original and new car information* System.*out*.println("The original car is "+car);  
 System.*out*.println("The new car is "+newCar);  
 }  
}

**What will happen when an externalizable class extends a non externalizable super class?**

Then in this case, you need to persist the super class fields also in the sub class that implements Externalizable interface. Look at this example.

class Automobile {  
 String regNo;  
 String mileage;  
public Automobile() {} // *A public no-arg constructor*  
  
 Automobile(String rn, String m) {  
 regNo = rn;  
 mileage = m;  
 }  
}

import java.io.\*;  
public class Car extends Automobile implements Externalizable {  
  
 String name;  
 int year;  
public Car() { super(); } // *mandatory public no-arg constructor*  
 Car(String n, int y) {  
 name = n;  
 year = y;  
 }

*// Mandatory writeExernal method.* public void writeExternal(ObjectOutput out) throws IOException {  
 */\*  
 \* Since the superclass does not implement the Serializable interface  
 \* we explicitly do the saving.  
 \*/* out.writeObject(regNo);  
 out.writeObject(mileage);  
  
 *//Now the subclass fields* out.writeObject(name);  
 out.writeInt(year);  
 }

*// Mandatory readExternal method.* public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {  
 */\*  
 \* Since the superclass does not implement the Serializable interface  
 \* we explicitly do the restoring  
 \*/* regNo = (String) in.readObject();  
 mileage = (String) in.readObject();  
  
 *//Now the subclass fields* name = (String) in.readObject();  
 year = in.readInt();  
 }  
 }

Here the Automobile class does not implement Externalizable interface. So to persist the fields in the automobile class the writeExternal and readExternal methods of Car class are modified to save/restore the super class fields first and then the sub class fields.

**What if the super class implements the Externalizable interface?**

**Well, in this case the super class will also have the readExternal and writeExternal methods as in Car class and will persist the respective fields in these methods.**

*// The superclass implements externalizable*class Automobile implements Externalizable {  
 String regNo;  
 String mileage;  
public Automobile() {} // *A public no-arg constructor*  
  
 Automobile(String rn, String m) {  
 regNo = rn;  
 mileage = m;  
 }  
  
 public void writeExternal(ObjectOutput out) throws IOException {  
 out.writeObject(regNo);  
 out.writeObject(mileage);  
 }  
  
 public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {  
 regNo = (String) in.readObject();  
 mileage = (String) in.readObject();  
 }  
}

import java.io.\*;  
public class Car extends Automobile implements Externalizable {  
 String name;  
 int year;  
  
public Car() { // *mandatory public no-arg constructor*  
 super();  
 }  
  
 Car(String n, int y) {  
 name = n;  
 year = y;  
 }

*// Mandatory writeExernal method.* public void writeExternal(ObjectOutput out) throws IOException {  
 *// first we call the writeExternal of the superclass as to write  
 // all the superclass data fields* super.writeExternal(out);  
  
 *//Now the subclass fields* out.writeObject(name);  
 out.writeInt(year);  
 }

*// Mandatory readExternal method.* public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {  
 *// first call the superclass external method* super.readExternal(in);  
  
 *//Now the subclass fields* name = (String) in.readObject();  
 year = in.readInt();  
 }  
  
 }

In this example since the Automobile class stores and restores its fields in its own writeExternal and readExternal methods, you dont need to save/restore the superclass fields in sub class but if you observe closely the writeExternal and readExternal methods of Car class closely, you will find that you still need to first call the super.xxxx() methods that confirms the statement the externalizable object must also coordinate with its supertype to save and restore its state.

Now if you serialize the same by extending Externalizable interface, the size will be reduced drastically and the information saved in the persistant store is also reduced a lot.

**Externalization on the other hand isn't very flexible and requires you to rewrite your marshalling and demarshalling code whenever you change your class definitions.**

As you know a default public no-arg constructor will be called when serializing the objects that implements Externalizable interface. Hence, **Externalizable interface can't be implemented by Inner Classes in Java as all the constructors of an inner class in Java will always accept the instance of the enclosing class as a prepended parameter and therefore you can't have a no-arg constructor for an inner class. Inner classes can achieve object serialization by only implementing Serializable interface.**

If you are subclassing your externalizable class, you have to invoke your superclass’s implementation. So this causes overhead while you subclass your externalizable class.

Complete Example on Externalizable

**package** com.ddlab.rnd.core;

**import** java.io.Externalizable;

**import** java.io.IOException;

**import** java.io.ObjectInput;

**import** java.io.ObjectOutput;

**public** **class** Person1 **implements** Externalizable {

**private** **int** id;

**private** String firstName;

**private** String lastName;

**private** **int** age;

**private** **float** salary;

**get()/set() Methods**

@Override

**public** **void** writeExternal(ObjectOutput out) **throws** IOException {

out.writeInt(**this**.id);

out.writeObject(**this**.firstName);

out.writeObject(**this**.lastName);

out.writeInt(**this**.age);

out.writeFloat(**this**.salary);

}

@Override

**public** **void** readExternal(ObjectInput in) **throws** IOException,

ClassNotFoundException {

**this**.id = in.readInt();

**this**.firstName = (String) in.readObject();

**this**.lastName = (String) in.readObject();

**this**.age = in.readInt();

**this**.salary = in.readFloat();

}

}

import java.io.File;

import java.io.FileInputStream;

import java.io.ObjectInputStream;

public class Test3 {

public static void main(String[] args) throws Exception {

Person1 person = new Person1();

person.setId(11);

person.setFirstName("Deb, Kumar");

person.setLastName("Mishra");

person.setAge(23);

person.setSalary(1234f);

File file = new File("data/t2.ser");

// ObjectOutputStream out = new ObjectOutputStream( new FileOutputStream(file));

// out.writeObject(person);

// out.flush();

// out.close();

ObjectInputStream oin = new ObjectInputStream( new FileInputStream(file));

Person1 p = (Person1) oin.readObject();

System.out.println(p);

}

}

**To serialize an array or a collection all the members of it must be serializable.** **True**

Will you be able to persist the value of a transient field? **YES**

Example is given below.

import java.io.Externalizable;  
import java.io.IOException;  
import java.io.ObjectInput;  
import java.io.ObjectOutput;  
  
public class Employee implements Externalizable {  
  
 private static final long *serialVersionUID* = 3638914768807978156L;  
 private String name;  
 private transient String desgn;  
  
 public Employee() {}  
  
 get()/set() Methods  
  
 public void writeExternal(ObjectOutput out) throws IOException {  
 out.writeObject(name);  
 out.writeObject(desgn);  
 }  
  
public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {  
 name = (String) in.readObject();  
 desgn = (String) in.readObject();  
 }  
}

public class TestEmp {  
 public static void main(String[] args) throws Exception {  
 Employee emp = new Employee();  
 emp.setName("John");  
 emp.setDesgn("Engineer");  
 OutputStream out = new FileOutputStream("data/hack.ser");  
 ObjectOutputStream oout = new ObjectOutputStream(out);  
 oout.writeObject(emp);  
 oout.flush();  
 oout.close();  
 out.flush();  
 out.close();  
 System.*out*.println("Serialized successfully ....");  
  
 InputStream in = new FileInputStream("data/hack.ser");  
 ObjectInputStream oin = new ObjectInputStream(in);  
 Object obj = oin.readObject();  
 Employee ee1 = (Employee)obj;  
 System.*out*.println("Emp Name :::"+ee1.getName());  
 System.*out*.println("Emp Desgn :::"+ee1.getDesgn());  
  
 }  
}

**Few General Use Cases**

* 1. If there is a generated serial version Id, you add another field, you will be able to deserialize the object. But the new field will be null.
  2. If there is generated serial version id, you serialize the object. Then you delete a field, what will happen? After deleting the field, you will be able to deserialize the object, no exception will be thrown.
  3. There is no serial version id, you serialize the object. You add another field, what will happen? It will throw InvalidClassException.
  4. There is no serial version Id, you serialized the object. You delete a field, What will happen? It will throw InvalidClassException.

**Usage of ObjectStreamField[] *serialPersistentFields***

**simply declare serialPersistenFields with {} only not to persist any field.**

**import** java.io.ObjectStreamField;

**import** java.io.Serializable;

**public** **class** Girl **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 9116375897818728549L;

**private** String name;

**private** **int** age;

**private** **final** **static** ObjectStreamField[] ***serialPersistentFields*** = {}; // Nothing will be persisted

**get()/set() method**

}

In the above case, the object will be serialized but the field values will not be persisted.

If you want to persist few fields and few fields will not be persisted.

**import** java.io.ObjectStreamField;

**import** java.io.Serializable;

**public** **class** Girl **implements** Serializable {

**private** **static** **final** **long** ***serialVersionUID*** = 9116375897818728549L;

**private** String name;

**private** **int** age;

**private** String pwd;

// Only name and age will be persisted, but password will not be stored

**private** **final** **static** ObjectStreamField[] ***serialPersistentFields*** = {

**new** ObjectStreamField("name", String.**class**),

**new** ObjectStreamField("age", **int**.**class**)

};

get()/set() methods

}

In the above case, password field will not be persisted whereas name and age will be persisted.

**What will happen if you declare writeObject() and readObject(), ie. If the code is written like this.**

**private** **void** writeObject(ObjectOutputStream stream) **throws** IOException {

stream.defaultWriteObject();

stream.writeObject(pwd);

}

**private** **void** readObject(ObjectInputStream stream) **throws** IOException, ClassNotFoundException {

stream.defaultReadObject();

pwd = (String) stream.readObject();

}

In this case serialPersistenFields holds good, it means the above two object has no impact,ie. Pwd field will be null;

Read Later

**Some Situations**

**Situation-1**: A user creates a java bean class by implementing the Serializable interface and generates the serial

version UID. A bad developer serialized the object in the file system and then he modifies the serial version UID in the java bean class, what will happen. In this case, at the time of de-serialization, it will throw "**InvalidClassException**". How will know what is the problem ? How will you resolve this issue ?

If you want to de-serialize it, you will get the following exception. Exception in thread "main" **java.io.InvalidClassException**: Emp; local class incompatible: stream classdesc serialVersionUID = -3612997364053394311, local class serialVersionUID = -4612997364053394311

**To resolve the issue, go to the Emp bean class and comment out the serial version uid and re-run the**

**program, it will work.**

**Situation-2**. Now there is another situation. A developer manually provides the serial version uid without the use

of serialver tool. He serializes the object and then again modifies or tempers the serial version UID.

What will happen and how will you resolve it ?

On running this program, you will get the following exception.

Exception in thread "main" java.io.InvalidClassException: Emp; local class incompatible:

stream classdesc serialVersionUID = 1234567890, local class serialVersionUID = 91234567890

You can not solve this problem by commenting out the serial version UID. **To resolve copy the actual**

**serial version UID from the exception stack trace and paste it in the java bean class's serial version UID**.

**Situation-3**. A class does not contain serial version uid. Class is serialized. Before de-serialization, developer adds one more field called "int age". At the time of de-serialization, it will throw invalid class exception .

Reason : Whenever you add any field, the serial version uid will be changed. If you do not provide

default serial version uid, java will calculate serial version uid at the time of serialization and

de-serialization. If you already have a serialized object and if you add some fields in the class and if you want to avoid "InvalidClassException", generate the serial version uid and put it in the class. So it ovious that if a class does not contain a serial version uid, at the time of serialization java will calculate

the serial version uid of that class and store it in the serialized object. Similrly at the time of

de-serialization, java will check whether the class contains the default serial version uid or not. If the class does not contain, then java will calculate the serial version uid and at the time of deserialization it will compare, if both compare, then it fine otherwise it will throw "InvalidClassException"

complaining about the incompatibilities of the uids of the classes. If a class contains a serial version uid without proper calculation for example "111l" and that object is serialized, java will not calculate the serial version uid, java will take that serial version uid and store it as a part of the object graph. Before serialization if you addd some more fields in the java class, it will not throw exception at the time of serialization.

**Use of Reset()- public void reset() throws IOException**

**Reset will disregard the state of any objects already written to the stream. The state is reset to be the same as a new ObjectOutputStream.** The current point in the stream is marked as reset so the corresponding ObjectInputStream will be reset at the same point. Objects previously written to the stream will not be refered to as already being in the stream. They will be written to the stream again.

/\* prevent using back references \*/

**output.reset();**

**output.writeObject(...);**

Call reset before writing the same object to ensure its updated state is serialized. Otherwise, it will merely use a back reference to the previously written object with its out-dated state. Reset will disregard the state of any objects already written to the stream. The state is reset to be the same as a new ObjectOutputStream. The current point in the stream is marked as reset so the corresponding ObjectInputStream will be reset at the same point. Objects previously written to the stream will not be refered to as already being in the stream. They will be written to the stream again.

**writeUnshared() and readUnshared()**

**Writes an "unshared" object to the ObjectOutputStream. This method is identical to writeObject, except that it always writes the given object as a new, unique object in the stream**.

**Specifically: An object written via writeUnshared is always serialized in the same manner as a newly appearing object** (an object that has not been written to the stream yet), regardless of whether or not the object has been written previously.

If writeObject is used to write an object that has been previously written with writeUnshared, the previous writeUnshared operation is treated as if it were a write of a separate object.While writing an object via writeUnshared does not in itself guarantee a unique reference to the object when it is deserialized, it allows a single object to be defined multiple times in a stream, so that multiple calls to readUnshared by the receiver will not conflict. Note that the rules described above only apply to the base-level object written with writeUnshared, and not to any transitively referenced sub-objects in the object graph to be serialized.

**output.writeUnshared(...);**

Note it's good practice to couple this with ObjectInputStream.readUnshared.

Reads an "unshared" object from the ObjectInputStream. This method is identical to readObject, except that it prevents subsequent calls to readObject and readUnshared from returning additional references to the deserialized instance obtained via this call. Specifically: If readUnshared is called to deserialize a back-reference (the stream representation of an object which has been written previously to the stream), an ObjectStreamException will be thrown

If readUnshared returns successfully, then any subsequent attempts to deserialize back-references to the stream handle deserialized by readUnshared will cause an ObjectStreamException to be thrown.

Deserializing an object via readUnshared invalidates the stream handle associated with the returned object. Note that this in itself does not always guarantee that the reference returned by readUnshared is unique; the deserialized object may define a readResolve method which returns an object visible to other parties, or readUnshared may return a Class object or enum constant obtainable elsewhere in the stream or through external means. If the deserialized object defines a readResolve method and the invocation of that method returns an array, then readUnshared returns a shallow clone of that array; this guarantees that the returned array object is unique and cannot be obtained a second time from an invocation of readObject or readUnshared on the ObjectInputStream, even if the underlying data stream has been manipulated. **obj = input.readUnshared();**